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[chaltteok]

떡을 하나씩 증가시켜가면서 규칙성을 찾아본 결과, k개의 떡의 pack 값과 k+1개의 떡의 pack 값의 차이는 +1, 0, -1 중 하나의 값을 갖는 것을 알 수 있습니다. 따라서 떡을 하나씩 추가하면서 이전 값과의 비교를 통하여 배열하였습니다. 따라서 떡을 배열하기 위한 이차원 벡터를 추가적으로 사용하였습니다.

1. +1일 때는 기존에 있는 떡과 인접하지 않은 새로운 떡이 추가되는 상황입니다. 이 떡을 포함하는 벡터를 만들어 이차원 벡터에 넣습니다.
2. 0일 때는 기존에 있는 떡들 중 하나의 무리(?)와만 인접하는 경우입니다. 정의한 함수(findTeok)를 통하여 이 떡과 겹치는 것을 떡을 찾고 그 벡터를 업데이트 해줍니다. findTeok 함수는 분할 정복의 원리로 이차원 벡터를 반씩 쪼개가며 합쳐지는 떡의 index를 반환합니다. 따라서 전체 벡터의 크기만큼 순회하는 것이 아니라, logN번으로 순회하는 횟수를 줄일 수 있습니다.
3. -1일 때는 기존에 있는 떡들 중 두 무리와 인접하는 경우입니다. 정의한 다른 함수(findTwoTeok)을 통하여 양 떡의 index를 pair로 반환합니다. 원리는 findTeok의 탐색과 유사하게 작동합니다. 이 pair를 이용하여 구한 떡 벡터들을 하나로 합쳐주고 이차원 벡터를 업데이트 합니다.

1부터 N까지 모든 수를 부르면 항상 1이기 때문에 최종적으로 이차원 벡터에는 정답 순서대로 배열된 벡터 하나만 남습니다. 이 값을 report 하였습니다.

[bridges]

위 아래 합쳐서 k개의 지점이 존재할 때, 모든 경우를 찾으려면 k-1번을 탐색해야 하는 규칙성을 발견할 수 있었습니다. 즉, 끝 지점이 제외되면 k-1개의 상황을 보면 따지는 것과 같아집니다. 끝 지점을 제외하는 방식은 윗줄에서는 뒤에서 두번째, 아랫줄에서는 제일 뒤의 지점을 sail 했을 때의 결과에 따라 달라집니다.

1. -1일 때는 두 지점을 잇고 있는 다리가 있다는 의미이므로, 정답 벡터에 넣어주었고, 이제 윗줄의 제일 끝 점은 어느 점과도 연결될 수 없기 때문에 제거해주었습니다.
2. 0일 때는, 두 지점을 연결하고 있는 다리가 없는 것이고, 또한 마찬가지로 윗줄의 제일 끝 점은 어느 점과도 연결될 수 없기 때문에 제거해주었습니다.
3. 이 값이 아닌 양수일 때는 윗줄의 제일 끝점에 도달하는 다리들이 있다는 의미이고, 아랫줄의 제일 끝점에는 도달하는 다리가 더 이상 없다는 뜻이기 때문에 아랫줄의 가장 마지막 점을 제거해 주었습니다. 다만 이제 아랫줄의 어떤 지점에서 다리가 시작되는 것인지는 모르기 때문에, 그 값을 last 변수에 저장해주었고, 다음 sail에서 이 값과 1차이가 발생할 경우, 그 다리를 통과했다는 의미가 되어서 그 때 정답 벡터에 넣어주었습니다.

최종적으로 위나 아래의 줄 중에서 하나의 지점만 남게 되면, 반대편의 모든 지점들과 연결 여부를 확인해야 하고, 이까지 마치게 된다면 답을 찾을 수 있습니다.